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Relative cost to fix error
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WHY ?



e /1% of projects fail due to requirements
standish Group CHADS Report

e /% of defects are made before coding starts

Lauesen & Vinter - Preventing Requirements Defects

e Working doftware over Comprehensive Documentation
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3 TYPES
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3 FLAVOURS



Developer Testing User Testing

100 ATDD
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UNIT TESTINI
TEST HIRST APPRUAGH

DD

UNTIL PROVEN INNOCENT T
UBJECTIVE: HIGH QUALITY CODE



Single iterations of a few minutes, in steps:

DEV considers the change up hand
DEV identifies the smallest change

DEV writes a (failing) unit test

Describing and identifying an example of the code
behavior needed for the change

DEV writes the code

DEV runs the unit test to verify the change
DEV refactors

DEV improves the design

1. Write a test
that fails

3. Eliminate
redundancy

REFACTOR

2. Make the
code work

The mantra of Test-Driven Development (TDD) is “red, green, refactor”



All unit tests automated before coding starts
Immediate feedback

Refactored code

Legacy code
Large bodies of Unit Tests

We have build the thing right



ATDD



DEV METHODOLOGY
e Top e
2 | i / ACCEPTANGE TESTING
SPECIFICATION BY EXAMPLE
COLLABORATIVE WORKSHOPS




BUILD THE

RIGHT




All acceptance tests ready before coding starts
Automation not required

Frameworks

Doesn't embrace change

Duplicate automation (UT & AT)






’\ DEV METHODOLOGY
BDD
S/ s STORIES & SCENARIDS
DOMAIN SPECIFIC LANGUAGE
CUSTOMER CENTRIC APPROACH



* Feature <title> e Description of the Feature

e AS A<role> o Stakeholder and/or user role
e | WANT <action> e Action to be undertaken
e SO THAT <business value> e Business value provided (rationale)
 Scenario <title> e Description of the Scenario
e GIVEN <context> * Preconditions
. AND <more context>
* WHEN <action> * Actions
. AND <other action>
e THEN <outcome> * Expected outcomes

. AND <more outcomes>



Learning curve

Change documentation style




SHIFT LEFT

ONLY

SUMMARY



FM?

« [DD: by developers  ATDD & BDD support collaboration
ATDD & BDD : by users
« [ = Development
 [DD & BDD require automation Automated tests are NOT the goal
ATDD: automation optional
 [OAL push defect curve to the [eft
 [DD not prioritized
ATDD & BDD: priority by user



